**Minimizing Architectural Technical Debt in microservice framework by start-ups**

Abstract

Software companies especially startups aim to achieve quick delivery of software products to constantly provide value to their customers. These companies are faced with tightness of time, resource constraints and stiff competition as a result they often opt for sub-optimal solutions such as using microservices before they fully understand the principles surrounding this architecture.

Consequently, this microservice architecture is not inevitable to effects of technical debt due to hasty decisions taken thus limiting the desired continuous delivery of software products to the customers. This position paper discusses crucial questions that need to be addressed in order to reduce technical debt in startups especially those that opt for using microservices architecture as opposed to monolithic design.

1. Introduction

Software companies especially startups aim to achieve quick delivery of software products to constantly provide value to their customers that are pivotal to their survival. Most startups due to desire to develop software using the trending and advanced technologies, they have opted for using microservices as their architectural strategy [6]. However microservice strategy is a new advancement in technology and as a result which implies a lack of empirical data. This lack of data constrains the definition of what actually constitutes a good microservice architecture thus sub-optimal solutions by startups which leads to a costly Architectural Technical Debt (ATD).

Use of architecture in microservices is based on certain qualities such as communication layered services of messages using a Service Bus, such knowledge is lacking for the startups to make informed decisions instead of taking short-cuts which are harmful in the long run.

Understanding which bad practices (Bad smells) cause ATD, negative effects and their solutions would be useful for any startup adopting microservices.

RQ1: What are Bad smells (BSs) in microservices?

RQ2: What is ATD in microservices?

RQ3: What are the causes of BSs that result into ATD?

RQ4: What are the consequences of ATD in microservices?

RQ5: What is the solution for solving the ATD in microservices?

The remainder of this paper is organized as follows. Section II brings to life the concepts on microservices, ATD and the startups company context. Section III presents the research methodology, analyzing the empirical data from the previous research. Section IV presents the findings for each RQ. Section V presents the implications for research and industry. Section VI presents related work.

Lastly. Section VII presents the conclusions.

1. Background
2. Microservices and Technical Debt (TD)

Microservice architecture is a variant of Service Oriented architecture structural style that arranges an application as a collection of loosely coupled services. The goal of microservices is that teams can bring their services to life independent of others. [1]

When the number of services in such architecture grows, it is common to find for ways to standardize the communication. One solution that has been adopted in Service Oriented Architecture (SOA) projects [7]

Technical Debt (Technical gap) is a metaphor introduced by Cunningham [3] to  
represent sub-optimal design or implementation of solutions that yield a benefit in  
the short term but make changes more costly or even impossible in the medium  
to long term, consequently affecting its testability and maintainability. An example is the use of a database solution that does not meet all needs of the system but is easier to use immediately.

Architectural Technical Debt (ATD) is a kind of TD that is concerned with the system architecture [8].

According to [8], ATD is the most challenging type of TD that needs more attention as it occurrence in a system results into the company repaying this debt high costs that are spent on code refactoring hence a stress to a startup which could end closing the operations [9]

1. Company Context

Giardino et al. [10], carried out an empirical study addressing how startups choose software development strategies, he explains that to be faster, startups may simply embrace TD as an investment, whose repayment may never come due, with the long-term negative effects on developer behaviors, productivity, and product quality as well as maintainability. Further, in their study it is stated that “*Startups achieve high development speed by radically ignoring aspects related to documentation, structures, and processes*”, and that “*instead of traditional requirement engineering activities, startups make use of informal specification of functionalities through ticket-based tools to manage low-precision lists of features to implement, written in the form of self-explanatory user stories*” such practices introduces the concept of technical debt in a project as early as the design stage.

1. Methodology

We use the exploratory case-study data from a report [11] that analyzed 88 start-ups revealing three anti-patterns which are part of bad smells in microservices. All the companies analyzed in this report implement the microservice oriented architecture with several issues that were included in the report. This data takes a look at how these start-ups leverage Minimum Viable Product (MVP) to deliver the software product as soon as possible to the market to meet the customer expectations. In the reports analyzed, some of the start-ups after realizing ATD in their communications layers, they replaced these services with new ones and in the due process these services being replaced were costly in terms of code refactoring due to lack of proper documentation of previous changes made to the system. The study [11] further used qualitative technique to analyze the causes, the cost and the likely solutions to ATD due to BSs.

1. Data collection

The data from experience reports of start–ups by the practitioners according to the report [11] depending on requirement analysis, designing and implementation was collected. This data used in the report [11] was not intended for this paper but the insights from the primary data provides a clear understanding of how start-ups use the microservice architecture to support their operations. Using the data provided in the report by the practitioners, we identify;

* ATD was present in the systems whose reports were analyzed
* The negative impacts caused by the use of anti-patterns in start-ups
* The causes of ATD due to bad smells in start-ups projects.

1. Screening and Data Coding

The reports that were analyzed did not all provide the relevant information about the bad practices thus only 5 reports from 93 were staged for data coding phase thus providing the relevant data that was relied on to identify the three anti-patterns whose impact is analyzed in the subsequent sections of this paper. The qualitative data analysis was used to help in differentiating from the symptoms or indicators of a problem or anti-pattern and the problem itself which could lead into a technical debt in future. The coded data from the reports was used as an evidence to answer our paper research questions.

1. Data Analysis

Analyzing the data collected from the reports by the 88 start-up companies, it is evident that most of these companies suffered almost the same effects of bad smells in software development. We highlight them in the following section D identifying their causes and suggesting the solutions as a remedy to each anti-pattern.

1. Start-up engineering microservice anti-patterns.

These anti-patterns are used as a way to find an optimal solution or profit to the company but leading into ATD because most times the design phase is done partially which has a lasting impact on the quality of the product to be delivered to the customers. From the report, we were able to identify three common anti-patterns that were reported by the practitioners.

* 1. Anti-pattern I: Releasing unworthy product to market

Releasing an MVP to the market to test the customer preferences and then feedback used in designing a better product stands out as one of the main cause of bad smells in the start-ups. This leads into an ATD caused by

* Poor design decisions such as unrealized quality requirements, use of immature or unfamiliar technologies.
* Poor requirements gathering due to vague understanding of the product
* Frequent changes in the product direction to target the customer direction.
  1. Anti-pattern II: Wrong cuts

From the data analyzed in the report [11], it is evident that most of the 88 sampled start-ups opted for using microservice architecture but due to hasty implementation to meet market demands, the system is separated into strongly coupled and dependent services. The result is a large number of microservices that are dependent on each other and all we get in the end is a distributed monolith system. This is caused when practitioners ignore best practices and resort to;

* Not thinking monolithic first before implementing the microservice architecture [1]
* Neglecting domain driven design while implementing the microservices
* Ignoring the use of messages as a communication strategy between services to reduce coupling between the services

1. Results

Bad smells (BSs) are defined as indicators of situations such as undesired patterns, anti-patterns or bad practices that negatively affect software quality attributes such as understandability, extendibility, testability, reusability and maintainability of system under development [1]

BSs show themselves in the system as undesired dependencies, distribution of responsibilities in unbalanced manner, and excessive coupling between modules and in many other forms that break one or more software design principles and good practices, ultimately affecting maintainability [2].

The existence of BSs does not show that there is a problem in the system but they indicate places or points in the system architecture that should be analyzed [2]

BSs commonly known as Architectural smells are a type of Architectural Technical Debt (ATD) as they result into increased complexity of the software and can make future changes impossible or so costly.

According to the study by Verdecchia et al [4], ATD are the most studied type of all technical debt types and interest in studying them has increased recently.
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